CSC 236 T16 on C++ Arrays

**This is a pair assignment designed as an in-class activity.**

**Directions for use:**

* To use this form effectively, sign into a Google account.
* Then under “File” choose “Make a Copy” in order to be able to edit.
* Share with all team members, but allow Recorder to do the recording.
* Each yellow box should be filled with an appropriate team response..
* Download as *yourusernames(2).docx* and upload to Moodle

This pair assignment is designed for use with <http://cs.berea.edu/courses/csc236/tasks/t16.cpp.arrays.html>

First, rotate, confirm roles and complete the form below for assigned roles of each member.  Try to assign a role to each member that they have not done as often.

**Member Roles**

|  |  |
| --- | --- |
| **Team Roles** | **Member Name** |
| **Driver:** | **Jon Jeffrey** |
| **Navigator:** | **John Hellrung** |

**On C++ arrays**

C++ arrays are syntactically similar to python lists in that they support indexing but do not have all the flexibility of Python lists. C++ arrays must hold items that are all the same data type, and they do not support slices or the use of using negative indices to access items from the end of the array. Unlike in Python, C++ does no index range checking for any C++ array. If a C++ program attempts to access beyond the boundaries of an array, there is no telling what will happen. The program may crash or it may appear to work correctly. If you try to write, it will write even over other memory contents.

For example, you can declare an array of integers as follows:

int hours[6];

Just as in Python, we end up with space to hold 6 values with the identifiers:

hours[0] hours[1] hours[2] hours[3] hours[4] hours[5]

Each of these placeholders is referred to as an element or component of the array. The numbers 0 through 5 are the indexes (positions in the array) or subscripts of the elements. Important features of these 6 values is that they are allocated consecutive memory locations in the computer and the index always begins at 0. Unlike in Python, these can only store integers. Hence this declaration will set aside memory as follows:

*![https://lh5.googleusercontent.com/aPGemUna8vMN-ouZopWe5A6n1pZagPbow3L3UWRQ5os5D4sheYDVebbjScDXXfRyNLY2UQyfPs0KAg-uiYvyRtjWz0VZo1XLNF5TFda13lccu89nhHO0m2Ihw1R5LUbfzw](data:image/png;base64,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)*

Download the diceroll.cpp program from <http://cs.berea.edu/courses/csc236/tasks/diceroll.cpp>. Change the filename to *yourusername(s)-T16.cpp.*

This program uses several data structures beyond basic data types.  In particular, it uses a C++ array and two classes: a RandGen class that generates pseudo-random numbers and a Dice class that interacts with RandGen to simulate what results when throwing dice.  As a programmer, you really only need to look primarily at main and the interface for the Dice class because these are the only sets of code you will interact with directly.  The  Dice class just happens to use the RandGen class.

Try compiling and then running this program a several times without recompiling.

|  |  |
| --- | --- |
| **Randomness in C++** |  |
| Do you get the same list of dice rolls each time when you rerun the program without recompiling? Explain. | No, we got different numbers. The reason for this because the numbers are produced by a random generator. |
| The very first cube.Roll();  is “thrown away.”   Change this by storing it in storeroll[0] and print it out using cout.  Run your program a number of times.  Does it seem to always be the same?  Explain. | It the first element of an array and the element don’t change unless to recompile the program. |

Reflecting upon object-oriented programming (OOP) principles, answer the following questions:

|  |  |
| --- | --- |
| **OOP Principles** |  |
| Why you you think the programmer used two classes? | The programmer separate the two methods because ADT. |
| Why do you think the programmer saw this as a better choice than to use a single class? | It made it easier to program them. By separating them into two separate classes it allowed the programmer to focus one class on making the die itself and the other class on generating the random number. |

Next you will be asked to make more significant changes to the program.  See the T16 assignment at <http://cs.berea.edu/courses/csc236/tasks/t16.cpp.arrays.html> before proceeding.

**Suggestions and Submission**

Please offer any suggestions for improvement of this activity from the team:

|  |
| --- |
| **Suggestions for improvement** |
| The assignment was pretty straight forward. |

To submit, the Navigator will download as *yourusername(s)-T16.docx* and upload to Moodle and the Driver will upload *yourusername(s)-T16.cpp.*